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ABSTRACT

We address the mincut partitioning problem for VLSI networks and
experimentally evaluate the performance of several heuristic algorithms. For
example, we observed the the quality of final partition obtained by
Kernighan-Lin algorithm for graphs is heavily dependent on the ratio of the
number of edges to the number of vertices: namely, the algorithm performs
poorly when this ratio is less then 3 and produces nearly optimal solutions
when the ratio is higher 5. We also develop a hierarchical improvement
technique that can be applied to any mincut algorithm and results in an
improved algorithm. We use the Kernighan-Lin-Fiduccia-Mattheyses (KLFM)
technique as a base for the improvement. The resulting algorithm outperforms
the KLFM precisely in the "poor performance areas" for the latter.



INTRODUCTION

The problem of partition of the set of nodes of a network into subsets
arises at several stages of VLSI design and layout. The objective of such
partition is usually to reduce the number of external interconnections. The
importance of the problem is well recognized. We consider here a particular
instance of the problem where the nodes of a network have to be distributed
among two subsets in such a way that the number of dissected nets is minimal.
We address it as a bisection problem in order to distinguish it from general
partition. Bisection is a key feature of the several automatic gate array layout
systems ([3,7,8]). The problem can be formalized in the following way. Given
a network H = (V, E) , where V is a set of nodes and E is a set of subsets of
V (called nets ) consisting of at least two nodes. The problem is to partition
the set V into two parts ¥V = AU B of equal size ( | 4] = | B| ) such that the
number of nets having nonempty intersection with both 4 and B is minimal.
For the sake of simplicity we assume that the total number of nodes is always
even. In practice it may not be so: the nodes may be of different weight, they
may not be interchangeable or free to be assigned to any subset, the desired
partition may not be one that dissects the set into exactly equal parts. But the
problem, as it is formulated above, is an important extraction of the practical
problem and preserves the key difficulties pertinent to general partitioning.

The first nontrivial heuristic algorithm for graph bisection problem was
developed by Kernighan and Lin [1]. This algorithm, when implemented

straightforward results in a O(n2'5) execution time routine. Recently Fiduccia
and Mattheyses developed a modification of Kernighan and Lin method [2]
but utilization of efficient data structures enabled them to come up with linear
time heuristic practically without any loss in quality of partitions and applica-
ble to general networks. This bisection technique, which further will be
referred to as KLFM, is superior to several local optimization algorithms [4].
However there was still no significant performance study of this technique.
As a result of numerous experiments we concluded that the KLFM perform-
ance is heavily dependent on certain network parameter, which we call network
ratio and define as follows: for a network H = (V,E), the ratio
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It turns out that KLFM performs relatively poor when r(H)<3 but performs
nearly optimally when r(H)>5. Practical networks, however lie in the range
of 1.8<r(H)<2.5. '

We also develop a mechanism that can be applied to any bisection algor-
ithm and results in another bisection algorithm which we call a derivative. Our
main result is the experimentally derived conclusion: the derivative of KLFM
significantly outperforms KLFM in the r(H)<3 area.

r(H) =



TEST MODEL

Since an analytical technique for evaluating performance of bisection
algorithms does not exist, experimental methods must be employed. This is
explicitly pointed out in [6] ; moreover [6] suggests that the bisection algor-
ithms should be evaluated on specific networks for which the mincut value is
known, and describes the construction of such networks. However, we argue
that the suggested networks are still not very suitable for algorithm testing,
since the ratio of the generated networks is very high. In order to demonstrate
this denote 4 and B two sets with p elements, n = 2p and let k be an integer.
Let U; be a random (p + 1) element subset of AUB , (i =1, 2, ,..., k). Let
T; be an arbitrary tree connecting the vertices of U, such that only one edge
of it connects a node from 4 with a node from B. Let KM(n,k) (for Krishna-
murthy & Mellema) denote a graph which is the union of these 7; — s on the
node set AU B. It is easy to see that the mincut number of KM is exactly k.
However, r(KM) = k/2, which easily puts us into the ''good performance
area'’ of KLFM, as it will be demonstrated in the next section (since practical
values of k are larger then 10). The networks generated in [6] in our optinion
are not good test cases for bisection algorithms. They practically will never
occur in real logical networks. It has been observed that in practical networks
the total number of nets is approximately equal to the number of active nodes.
Moreover, the number of 2-terminal nets is about 45% of the total number of
nets, the number of 3-terminal nets is about 15% and so on. In general (71
the following ''net-size distribution" criteria is approximately satisfied. Denote
m; the number of nets connecting i nodes of the network, M (H) - the vector,
whose i -th component is m,-/m , where m = Zm,. Then

MH) = 00.450.150.120.11 0.8 0.6 0.3 .
We suggest that the test networks be generated according to this criteria. It
was pointed out in [4] that the parameters m; play an important role in
bisectioning. The average number of dissected nets over all possible bisections
(an upper bound for mincut) can be expressed in terms of these parameters.

In order to evaluate the bisection algorithm performance we need not
know the exact value of the mincut. It is enough to know a good upper bound.
So, we suggest the following construction. Denote G(n,m) a random network
on n nodes and m nets satisfying the above distribution formula. Let
B(n,m,k) be a network constructed as follows: take two copies of
G(n/2,(m — k)/2) (assuming that n and (m — k) are even) and add k
random nets connecting these two networks and also satisfying the size
distribution. Then obviously k will be an upper bound for the mincut of
B(n,m,k). We will be testing the bisection algorithms in these B(n,m,k) -s.
The quality of the algorithm will be evaluted by the difference between the
resulting number of dissected nets and k. The resulting number may easily be
less then k if k is large enough. In order to model practical networks the
values of n,m and k should be selected in such a way, that m~1.1n and
k~0(m).



KLFM

We have implemented a simplified version of Fiduccia-Mattheyses algor-
ithm [2] under the assumptions that all nodes are equivalent and free to move
between both buckets. The algorithm runs in linear time and our testing
experimentally confirmed that fact. Using the same data structures we also
implemented the original Kernighan-Lin algorithm, which theoretically may
have on the average O(n log n) running time, but practicly runs almost as fast
as Fiduccia-Mattheyses. It usually takes more time per pass, but requires
slightly less passes. The test results on Krishnamurthy-Mellema graphs
KM (n,k) are presented in the Table 1. We have performed 6 runs for each
setting of parameters n and £ : n = 500 1000 1500 and & = 10 20 30. The
optimal solution was found in each of these 6 experiments. Running times are
given per pass in seconds for PL/1 implementation on IBM 370/3081.

Table 1.
Kernighan-Lin Fiduccia- Mattheyses
n. passes | time per pass | n. passes | time per pass
KM(500,10) 3 0.8 3 0.7
KM(500, 20) 3 1.4 3 1.2
KM({500,30) 3 1.7 4 1.6
KM({1000,10) 4 0.9 5 0.8
KM{1000,20) 3 1.8 5 1.4
KM(1000,30) 3 2.1 3 1.9

We also tested the algorithms on several different K(2000,50) -s and the
optimal solution was obtained every time (with perhaps different numbers of
passes) by both of them.

The results of testing on B(n,m,k) -s are, however, more interesting.
Table 2 contains the results of typical runs with different n,m,k setting. We
have performed 5 runs with each parameter setting and the results are aver-
aged over these 5 runs. The deviation from these average figures was also
small. These results led us to the conclusion that the quality of KLFM per-
formance increases with the growth of ratio. Figure 1 contains an illustration
of this phenomenon, when on X axis we measure the ratio, and on Y the

c
L, where ¢, is the resulting number of dissected nets by KLFM and ¢, the

y
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minimal number of them.



Table 2.

Kernighan-Lin Fiduccia-Mattheyses
avrg cut |total time| avrg cut |total time
B(500,500,50) 64 1.9 63 2.1
B{500,1000,150) 149 4.3 148 4
B(500, 1500, 200) 194 5.8 194 6.3
B(500, 2000, 250) 246 9.1 246 8.7
B(1000,1000,100)] 123 5.6 126 5.4
B(1000,1600,200) 200 6.7 200 6.4
B(1000,3200,300)f 298 10.1 297 9.3
B(1000,6400,400)] 381 16.3 382 16.2

C . .
We conclude that ?L -1 when ratio increases.
4}
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Figure 1.



DERIVATIVE

In this section we describe a mechanism for generating bisection algor-
ithms: starting with an arbitrary algorithm we generate another one which we
call a derivative. The idea of this construction was suggested in [3]. We need
the following definitions. Let H = (V,E) be a network. Notation: if X<V,
then Hy denotes a subnetwork of H having X for a set of nodes and a set
fXNe|eeFE and| XNe| >2} for a set of nets.

A matching of the set V is the partition of it into |¥V/2]| disjoint 2-
element subsets. For a matching F, HF denotes a factor-network of H in
which F serves as a set of nodes and nets are the contracted nets of H (2-
element nets that contracted completely are deleted). '

Let Y be an abstract algorithm that can be applied to any network
H = (V,E) and the result of this application is the partition V' = AU B which
we denote Y(H). Let F be an arbitrary matching of V. Then the derivative of
Y (denoted by dY ) is defined as follows.

Construct HF 3
Apply Y to H F ; let A°’U B’ be the resulting partition of H F H

Generate AU B - reconstructed partition of V ;

ol o

Construct H, and Hp and apply Y to each to those networks; let
A=AUA, and B = B,U B, denote the resulting partitions: Y(H ,) and
Y(HB) 5

5. Select arbitrary matchings Fl’ F2, F3, F4 of each of the sets
Ay, Ay, B, B,;let F, = UF, (matching of V' );

1
Construct H'* and apply Y to it; let ¥ = A4"U B" be the resulting partition.

Announce V = A"U B" to be the resulting partition of the derivative algor-
ithm dY .

Remark: the definition of the derivative algorithm is dependent on the match-
ing selection.

The derivation mechanism may be very useful in case when the initial
algorithm Y is space consuming, since if the initial network has n nodes, the
original algorithm Y is applied to n/2 node networks only. The derivative of Y
is generally faster than Y in case when the computational complexity of Y is
more than O(nz). If Y is a linear algorithm, then dY is linear as well (with a
larger constant).

Our main purpose is to investigate the performance of the derivative of
KLFM. Since KLFM is an improvement routine for a given partition, we
specify two variations of it. KLFMI1 starts with a random bisection and
iteratively applies KLFM until no further improvement is made. dKLFM1
denotes a. derivative of KLFM1. This derivative also assumes a starting
bisection, so it may be iterated (applied to the result) as well. KLFM2 denotes
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only one pass of KLFM and dKLFM2 is the corresponding derivative. We
applied those derivatives in iterative mode until the iterations showed no
improvement. The test networks were the B(n,m,k) -s with net size distri-
butions described above. We have performed 10 runs with each of the three

parameter settings:

A: n =512, m =600, kK =100;

B: n =1024, m = 1200, £ = 200,

C: n = 2048, m = 2400, k = 400;

Table 3 contains the data on execution time averaged over the 10 runs (times
are given in seconds both total and per pass).

Table 3.

KLFM dKLFM1 dKLFM2
tl |{p.p.| ttl |p.p.| t {p. p.
A |35}107]|52]13|51]04
B 81119 10| 29 |123| 0.8
C |204] 42| 23 | 6.1 |245] 2.2

Table 4 presents the averaged results and averaged numbers of passes.

Table 4.

KLFM dKLFM1 dKLFM2
cut |n.p.| cut |n.p.| cut |n.p.
A 96 5 84 4 83 9
B 1205 4 [190] 3 | 196 12
C |418| 5 |360| 3 |361] 10

The deviations from these average results are not significant. In none of these
experiments KLFM resulted in better bisection then both derivatives. Note,
that the ratio of networks in these experiments belongs to the "poor perform-
ance area of KLFM. We believe that the derivatives will perform similar to
KLFM when the ratio is greater than 5.

We performed another five tests on B(512, 2500, 1000) -s (ratio is
12.3). Table 5 contains the averaged results for these tests (average cut and

number of passes).



Table 5. Tests on B(512,2500,1000).

KLFM dKLFM1 dKLFM2
cut n. p. cut n. p. cut n. p.
749 5 750 4 753 12

The following explanation for the improved performance of derivatives in the
ratio<3 area is suggested. At the derivation step 2 we apply KLFM to HF
The ratio of H" is approximately twice as higher than the ratio of H , because
its number of nodes is twice as less, and, at the same time, the numerators are
changed insignificantly. The numerator of the ratio for HF differs from the
numerator of r(H) by the number pairs of adjacent nodes of H that got
contracted (two nodes of a network are adjacent if they belong to the same
net). Let ¢ denote the total number of adjacent node-pairs of H. Since total
number of node-pairs is n(n — 1)/2 the expected number of contracted pairs
will be

| F|
g=—1—.
n(n—-1) n—1
2

It is easy to see, that in our case g = X m;(m; — 1)/2~6m, and since m~n, on
the l

average only 6 or 7 pairs will be contracted. This means that KLFM is
applied to HY in the "better performance area". However, HF is a different
network, and the mincut value of it may be significantly higher than the
original (we might have contracted the edges of the real mincut). But we
reconstruct H at step 3 and try to eleminate as many disection candidates as
we can in step 4. Finally, in the step 6, we apply KLFM for HF* which has
almost doubled ratio as well.
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